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Was this attack exploited? 

• As with Plonk, forged BP proofs are 
indistinguishable from honest proofs  

• So we don’t know…
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Practical Impacts

Weak Fiat-Shamir Attacks

(do practitioners know about the dangers of weak F-S?)
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Thank You!

Read our paper 
(ePrint 2023/691)


